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Abstract 

 

Consistency, Availability, and Fault tolerance are the primary requirements at storage 

in a distributed environment. Besides these requirements storage efficacy and security 

in terms of confidentiality are also equally important. The traditional approach to 

achieve primary requirements is replication for data redundancy. Redundancy using 

replication provides high rates of availability at the cost of security and storage 

efficacy. This paper explores the possibility of incorporating dual quorum protocol, 

which provides availability, strong consistency and reasonable disk access time, with 

dispersal, to satisfy the additional requirements of security and storage efficiency at 

nominal cost. The performance of Dual quorum dispersal with respect to availability, 

errors, erasures and disk space is evaluated in comparison with Dual quorum 

incorporated for replication. Dual quorum dispersal outperforms Dual quorum 

replication in several functionalities like disk access time, security storage efficiency 

etc. On the other hand Dual quorum replication performs better when availability is 

considered. For applications that require space efficient, secure, error and erasure 

tolerant system which makes use of interleaved read and write workloads, Dual 

quorum- dispersal is an attractive choice and this is reinstated with the analyzed 

results.  

 

Keywords : Dual Quorum, Availability, Consistency, Fault tolerance, Replication, 

Dispersal, Quorum system, RS coding. 
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1. Introduction 

With the explosion of digital information in the computing world, it is an absolute 

necessity to have a convenient storage facility which is reliable, secure and space 

efficient. Reliability itself encompasses consistency, availability and fault tolerance 

[1]. A logical choice is a distributed storage system. A distributed system is 

vulnerable to numerous faults due to its public nature. A reliable storage in distributed 

environment approach should embrace fault tolerance which can be achieved through 

redundancy. Incorporation of redundancy in a storage system is a matter of concern as 

the wide spread of distributed storage and enormous amount of requests from a global 

audience pose challenges to its functionality [1]. Another major concern regarding a 

reliable distributed system is consistency. Reflection of an update operation in the 

entire storage, as and when it is made, assures consistency. Availability of data at the 

instant of access is the prime concern for a client and hence it receives high priority 

from the system [2]. A system is said to be available when it responds correctly to a 

request placed at any instant of time [9] and is said to be unavailable when it fails to 

respond positively to pings by a client or a periodic health checking monitor [2]. 

Nodes in a distributed storage system become unavailable for various reasons in the 

likes of overload in the network, hardware error etc. And the challenge is addressing 

these issues in tandem. 

 A classic approach for data storage in a distributed environment is replication 

[3] where multiple copies of a file (information) are stored at several servers across a 

network. This in turn results in the decline of storage efficiency along with the 

increase in the bandwidth consumption [3]. Applications that prefer low cost storage 

schemes should look for the alternative option, dispersal. Data is dispersed by initially 

splitting it into k fragments and adding parity to obtain a total of n fragments, and then 

by using dispersal techniques in the likes of Reed Solomon encoding technique[17], 

IDA[11] etc. These fragments are allotted to servers such that each server holds a 

unique fragment. A file is reconstructed by using any k of these n fragments using 

decoding processes [11]. Dispersal can be deployed for archiving data as write 

operation seldom takes place in such storages. Data is written once in such storages 

and there are multiple attempts to read the same. When the workload is in the form of 

interleaved reads and writes dispersal technique alone will not suffice to provide 

consistency. In such workloads, the consistency model should be lenient enough to 

incorporate changes without affecting availability but also be strict enough to service 

the request correctly [1]. 

 Quorum system, where there is an essential intersection between read set of 

servers and write set of servers, is used to achieve high rates of availability [6]. The 

latest updated value, which is available in the intersection of servers, is propagated 

across the other servers. When read and write take place simultaneously, availability 

rate of the system is put at stake. To tackle the situation, we bring in dual quorum 

protocol(DQ), where there are two separate quorum systems in which one is bestowed 

upon the task of serving read requests and another is dedicated to serve write requests 

independently. Architecture of dual quorum is shown in the figure Fig 1. 
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Fig 1 Dual quorum architecture [4] 

 

 As depicted in the figure Fig 1 the output quorum serves the read request and the 

input quorum serves the write request. Security is assured by incorporating dispersal 

which needs a minimum of k servers out of the n servers to rebuild the information. 

This is implemented with the help of Reed Solomon codes[17], a special case of error 

correcting codes, which is capable of detecting 2t errors and correcting t of them, 

where 2t= n-k. RS coding scheme also ensures that the information is reconstructed in 

the presence of 2t erasures as well [17]. 

 

 
Fig 2 Basic dispersal technique [4] 
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 Incorporation of dispersal technique in dual quorum protocol caters a distributed 

system to achieve essential requirements like consistency, availability, fault tolerance, 

security and space efficiency for workloads involving interleaved reads and writes. 

 The main contribution of the work in the paper is in the novel incorporation of 

data dispersal in Dual quorum protocol, intended for workloads with interleaved reads 

and writes. Here the contributions are as follows 1) Encoding and decoding technique 

for enhanced security and fault tolerance using RS coding technique 2) Design of 

Dual quorum protocol incorporated with dispersal for read and write operations which 

ensures availability 3) Design of consistency model for Dual Quorum- Dispersal for a 

consistent data retrieval 4) Extensive research and comparison of Dual quorum 

designed for replication with that designed for dispersal has aided the formation of 

recommendations for building a consistent and reliable ECC based storage.  

 The paper is organized as follows; Section 2 presents the proposed system 

design. In section 3 a comparison of the proposed design with the replication 

approach to dual quorum is given. Section 4 discusses about related works and with 

section 5 the paper concludes. 

 

2. System model and protocol design 

A representative architecture is illustrated in the figure fig 1[4]. This achieves 

reliability at storage for applications that involves interleaved reads and writes, where 

the environments consists of a set of servers that can play as Front End Servers (FES), 

servers in the output quorum or the servers in the input quorum. Requests are 

redirected to the input quorum or the output quorum by any of the FES which has 

smaller queue. In order to achieve consistency that leads to regular semantics, there 

are two separate quorums namely Qoutput and Qinput. Here we assume fail-stop failures 

where if a system crashes it does not sent any more faulty messages that disrupt the 

functioning. The prototype developed transmits requests by randomly selecting the 

read servers and write servers. Read or write request is serviced if and only if 

sufficient number of servers (minimum k for reads, n for writes) are available to 

perform the same. Failure to pool minimum of k servers result in read failure or write 

failure. The data fragments for the read or write operations are obtained with Error 

correcting codes (ECC). 

 ECC is used to transmit data over a noisy channel or to retrieve the stored data 

[12]. The basic idea behind ECC is to add redundancy in the form of message 

symbols prior to transmission or storage. There are ECC based storages that are used 

for its fault tolerance capacities. In order to model the proposed design, Reed 

Solomon (RS) coding scheme a special case of ECC is used [18]. Data is encoded 

(systematic form) and written to all n servers. Read request is serviced with a 

minimum of k servers. Data is decoded with errors, erasures and their combinations 

that are detected and corrected.  

 

2.1 Encoding and decoding 

(n, k) Reed Solomon coding scheme is a popular Maximum Distance Separable 

(MDS) Code [18]. RS coding scheme is followed so as to improve the performance. 
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And high code rates (code rate= k/n) indicate faster encoding and decoding [15] [12]. 

At machine level every file is maintained as a combination of bits. These bits are 

fragmented and are considered as data words (message u) to facilitate encoding and 

corresponding decoding.  

 

2.1.1 Encoding of RS codes 

The codeword c (a n-symbol entity) is the code vector (c0,c1,….cn-1), the 

corresponding code polynomial being c(x) = c0+c1x+….cn-1 x 
n-1

 with degree n – 1. 

c(x)is in RS code if and only if α,α
2
,….α

2t
are its roots, where α is a primitive in the 

multiplicative group of . Every code polynomial has these 2t consecutive powers 

of α as roots. The minimum distance of such a code is 2t+1. The message u(a k- 

symbol entity) is a vector (u0,u1,….uk-1), and the corresponding polynomial u(x) = 

u0+u1x+….uk-1 x 
k-1

is of degree k–1. u can be encoded into c(x) using the generator g= 

(g0,g1,….gn-k)– the corresponding polynomial g(x) = g0+g1x+….gn-k x 
n-k

 is of degree 

(n – k).  

 There are two forms of encoding (non-systematic and systematic); placement 

(location) of the redundant symbols in the encoded word varies. Encoding in the 

systematic form appends redundant symbols as a contiguous block to the original 

message; whereas in the non-systematic form the redundant symbols are scattered in 

the encoded word.  

 

Encoding in non-systematic form:  

 

 c(x) = u(x). g(x) (2.1) 

 

Encoding in systematic form: 

 

 c(x) = u(x)x
n-k

 + u(x)x
n-k

 mod g(x) (2.2) 

 

where, u(x)x 
n-k

 shifts the message symbols (n-k) places to the left and u(x)x 
n-k

 mod 

g(x) is the remainder polynomial of degree (n- k -1) or less, representing the (n-k) 

redundant symbols that are to be appended to the shifted message symbols. The code 

symbols of c(x) are then uniquely assigned to each server as a file share. 

 

2.1.2 Decoding of RS codes 

Generally decoding is represented as :  

 

 ĉ(x)= r(x) + e(x) (2.3) 

  and ĉ(x)= c(x) 

 

where, the received vector r (a n- symbol entity with errors possibly) is a polynomial 

r(x) = r0+r1x+….rn-1 x 
n-1

of degree n –1 ; r(x)= c(x) + e(x) ; and 

. 
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 Decoding of RS codes involves determination of error locations in the received 

polynomial and finding the error magnitudes in those locations [18]. The basic idea is 

to compute the ‗syndromes‘ from the received polynomial and use those syndromes to 

form an error location polynomial. 

 The reciprocal of the roots of the error location polynomial represent the error 

location numbers. Once the positions of errors are known their magnitudes are 

implied with binary codes; in contrast the magnitudes are to be determined with RS 

codes [15][17]. There are well established algorithms that are used for implementing 

the above steps.  

 

 The decoding steps are as mentioned below [18]: 

 

1  Computation of syndrome  

 

  (2.4) 

 

 Error is implied if  evaluates to a non-zero value.  

 

2.  Determination of error location polynomial  

 

  is defined as :  

 

  (2.5) 

 

 Relating the coefficients of and using (2.4) and (2.5) we have 

 

   (2.6) 

 

 Solving (2.6) gives  for the error polynomial .  

 

3.  Evaluation of error location numbers  

The error-location numbers of  are the reciprocals of the roots of  computed 

in step 2. 

 

4.  Evaluation of error values 

Error values are computed using and from steps 1 and 3 respectively. 

 
  

 

5. Error correction  

 

  

 



Dual Quorum-Dispersal, A Novel Approach for Reliable 6907 

and Consistent ECC based Storages 

 

 If decoding is successful then . Decoding algorithms are capable of 

correcting up to symbol errors but fail to correct errors beyond .  

 Decoding (Hard Decision Decoding–HDD) algorithms such as the Berlekamp - 

Massey and the Euclidian algorithms are widely used for correcting errors 

 

2.2 Consistency 

The basic encoding decoding scheme alone [vide section 2.1] does not provide 

consistent reads. It is essential to maintain consistency in distributed environments as 

it is one of the functional requirements of a storage system. A system is said to be in 

consistent state if it continues to generate correct after the occurrence of concurrent 

events [1]. In static storages where updates seldom take place, assurance of 

consistency is not a big problem. Whereas, the active storages (eg: storage for 

shopping site data) are subjected to dynamic updates and the changes have to be 

propagated to all the servers holding redundant data in the form of dispersed 

information. The issue of consistency pops up here. There are wide varieties of 

consistency models viz. optimistic consistency, strong consistency, eventual 

consistency. Strong consistency (Pessimistic consistency) ensures that the data 

beholds ACID properties and hence is consistent [6]. But the level of concurrency 

achieved and availability of data gained are very low. Weak consistency (optimistic 

consistency) model, allows a system to function despite inconsistencies. It allows 

multiple reads and writes without a central locking mechanism [6]. This does not 

ensure that the client is serviced with data that is not stale [4]. In order to achieve 

regular semantics in the designed protocol we assume to provide an eventual 

consistency model. Regular semantics for the design here is defined as follows:  

 A read operation should return the latest completed write. 

 A read operation should not return a value older than the previous read. 

 

 In Eventual consistency all the replicas eventually become identical without 

losing any of the writes. Here file synchronization is gradually performed at a later 

stage [4]. 

 

2.3 Dual quorum design for dispersal 

Performance of traditional Quorum system is put at stake when there are simultaneous 

reads and writes [7]. Consistency is not guaranteed in large scale distributed 

environment .To enhance the performance during concurrent execution of reads and 

writes, dual quorums are exploited. Dual quorum as shown in the figure Fig 1 uses 

two set of servers namely input quorum and output quorum to service writes and reads 

respectively, instead of forming a single quorum in the intersection of read and write 

set of servers. This separation of quorum system enhances the availability [4]. 

 

2.3.1 Read 

When a read request arrives, Front End Servers (FES) redirect the request to output 

quorum. A file is reconstructed using Reed Solomon decoder when k out of n 

fragments is valid. This case is called as a read hit. A read miss occurs when the 
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fragments in the output quorum are not valid. In this case, fragments of the requested 

data with highest time stamp is retrieved from the input quorum. The retrieved 

fragments are made valid at the output quorum and then decoded using Reed Solomon 

decoding [17]; file is read. File read (read miss) is illustrated in the figure Fig 3.A 

request arrives to read a file o, where o is fragmented and encoded into o1..j. If the 

fragments are valid in the output quorum it returns the decoded output else the new 

updated value retrieved from the input quorum (Rinput) is decoded and then returned. 

Here read servers are shown as R1.. Ri and write servers are shown as R1.. Rj 

 

 
 

Fig 3:Read miss in DQ 

 

 

2.3.2 Write 

There are two scenarios in the case of write; write through and write suppress [4].In 

write through, fragments have to be invalidated at the output quorum before 

performing the write operation. If successive writes are performed over the same file, 

it is quite obvious that the fragments in the output quorum have been invalidated for 

the file. In such cases where the invalidation is performed beforehand write is 

performed without communicating with the output server. This scenario termed as 

write suppress case, is less tedious when compared to the write through. Invalidation 

of data in the output quorum ensures that the system remains in the consistent state in 

spite of the update operations. Stale data is not returned, instead the latest value is 

pulled from the input quorum as and when required. File write (write through) is 

illustrated in the figure Fig 4. 
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Fig 4: Write through in DQ-D 

 

 

 Dual quorum dispersal (DQ-D) performs the best when there is a maximum 

combination of read hits and write suppresses. This is confirmed with analytical and 

experimental results. 

 Data structures in the dual quorum protocol designed for dispersal are enlisted in 

the Table [1]. 

 

Table 1 Data Structure for DQ design. 

 

Data 

structure 

Meaning 

Valid o,i Is true if j has a valid fragment from Qinput server i 

Valueo,j Value of the fragment at the server j 

Lc Logical clock for generating version numbers 

Ack o,j Invalidation Acknowledgement received for object o’s fragment j at server 

i 

 

 

3.  Results and analysis 

Through Analytical and experimental evaluations we compare features viz. 

availability, disk access time, fault tolerance capacity (errors and erasures) of 

dispersal technique incorporated with Dual Quorum (DQ-D) against replication 
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incorporated in Dual Quorum (DQ-R) technique. Here we show that the results are 

competitive to the read and write performances showcased by DQ-R and hence DQ-D 

is a reasonable choice of data storage for applications involving interleaved read and 

write operations. 

 

3.1 Availability 

Availability (av) is defined as the number of requests successfully processed over the 

total number of requests [4] [2]. Availability of quorums is analytically modeled using 

the equation 3.1 [4], where av quorum is given by the equation 3.2 where w is the write 

ratio, which is the ratio of the number of write to the total number of read and write 

operations, n is the size of the total size of Q input (or) Q output, s is the size of the read 

(or) write quorum and p is the probability of node failure .Unavailability (1-av) is 

measured against various write ratios; It is interesting to observe that the 

unavailability of DQ-R for lower write ratios (Read dominant workloads) are 

relatively low as the size of R output is 1 in majority of cases. The availability of 

quorum on read operation, takes into consideration a minimum of k servers (R output) in 

case of DQ-D and hence affects performance, which is a tradeoff for security and 

storage efficiency. The unavailability for larger write ratios (Write dominant 

workloads) is the kind of similar for both DQ-R and DQ-D as the size of the quorums 

in Q input is the same. The study has been conducted for DQ-R with 6 replicas and 

using (6,3) RS code for DQ—D. The per server failure probability p is 0.001 and 

assumption here is that the failures are independent of each other. 

 

 

 

 

 

 Where w is the write ratio, av is the availability, n is the size of the quorum, s is 

the size of the read set of servers or the write set of servers and p is the probability of 

failure of single server (node). 

 The graphical illustration in the figure Fig 5 shows that DQ-D is competitive to 

DQ-R even though DQ –R outperforms DQ-D to a small extent; this is due to the size 

of the output quorum at the cost of security and storage efficiency. It is also observed 

that as the number of servers (n) increases availability also increases. 
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Fig 5: Unavailability Vs write ratio 

 

 

3.2  Disk access time 

Disk access time is measured as the time taken to process a request from the processor 

and retrieve data as requested by the user. It is calculated as per equation 3.3 and is a 

combination of several other factors viz. seek time, rotational delay, transfer time, 

controller overhead and queuing delay .Here we ignore the controller overhead and 

queuing delay as they are negligible in the considered set up. 
 

 

 

 All factors except transfer time are the same for both DQ-R as well as DQ-D. 

Transfer time is directly proportional to block size rotational speed and density of the 

track. Rotational speed and density of the track for DQ-Rand DQ-D is similar as the 

setup is done over the same systems, where as the size of the block that is to be 

transferred is very less for DQ–D when compared to DQ-R. Transfer time with 

respect to DQ-R is relatively large as the transfer of entire block takes place from a 

single system and blocks need to be transferred sequentially. DQ-D is at an advantage 

as the time taken to transfer blocks of k data fragments (smaller in size when 

compared to entire file size) simultaneously from k parallel systems is comparatively 

less. With today‘s high end system and high speed processors encoding and decoding 

is never an overhead as a result of which the Disk access time for DQ-D is much 

lesser when compared to DQ-R. The graph in figure Fig 6 shows the disk access time 

for DQ-R and DQ-D for varying file sizes 10 KB, 100KB, 1MB, 100MB,1 GB etc. 

The (n, k) combination used for RS coding is (14,10).  

 
Average seek time(Ts) Average rotational delay(Tr) Block transfer time(Tt) 
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 Time taken for 1 rotation  

 Rotational Delay (As we are seeking only a single disk)  

 File size =|F|, Number of stripe units in each file, Nstripes = (|F|/8) (As 1 stripe 

unit is 8KB) 

 Number of sector, Nsec = Nstripes (As 1 stripe unit is 16 sectors)  

 Transfer time Tt= (Nsec/Ttotal) rotation where Ttotal total number of sectors per 

track 

 Here we assume , |F|=10 KB, 100KB, 1MB, 100MB, 1 GB 

etc, Ttotal=200,We obtain different disk access time (Ts+Tr+Tt) corresponding to each 

file size assuming seek time Ts=.4.9 ms. This is plotted for DQ-D and DQ-R and 

corresponding values to each file size is shown in the table below. 

 

Table 2 : Disk access time for DQ-R and DQ-D 

 

File size |F| DQ-D ( in ms) DQ-R ( in ms) 

10 KB 7.906 8.5 

100 KB 8.5 13.9 

1 MB 13.9 67.9 

100MB 67.9 6007.9 

1 GB 6007.9 60007.9 

 

 

 When the file size is large the disk access time increases heavily for DQ –R by a 

huge factor.  

 

 
Fig 6: Disk access time Vs file size 
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 The graph in the figure fig 6 demonstrates the relationship between Disk access 

time and various file sizes. It illustrates the average disk access time for both DQ-D 

and DQ-R for five file sizes. DQ-D has relatively lower disk access time when 

compared to DQ-R. This makes DQ-D efficient in terms of disk access time. This 

difference is clearly visible when the file size is relatively high. As the fragment 

access takes place simultaneously from independent systems the time consumed for 

block transfer is considerably reduced in DQ-D. Whereas in DQ-R sequential access 

of file needs to be performed from a single system as the Routput is a single server in 

Qoutput server.  

 

3.3  Errors and erasures 

Erasures indicate the absence of a fragment and errors indicate the introduction of 

unnecessary bits into the data stream which affects the storage and reconstruction in 

usual cases. Errors and erasures are inevitable at storage. When storage becomes 

public, where it has to serve a global audience, it should be resistant to errors, 

erasures, or a combination of both. (n, k) RS encoding technique ensures that the 

resultant decoded code word is built accurately in spite of errors and erasures. RS 

code ensures that a maximum number of 2t (= n-k) errors are detected and t of them 

are corrected. As in the case of erasures 2t of the known erasures (known location) 

can be tolerated. The detection and correction of errors and erasures are done with the 

help of syndromes while decoding the data. Analysis of the designed model brings out 

the clear picture of the number of errors and erasures that can be tolerated [16].This is 

shown in table 3. 

 

Table 3 : Illustration of fault tolerance 

 

(n,k) Errors(Detected) Errors(Corrected) Erasures 

(6,3) 3 1 3 

(10,6) 4 2 4 

(14,10) 4 2 4 

(31,11) 20 10 20 

(255,64) 191 95 191 

 

3.4  Storage efficiency 

Storage efficiency is measured in terms of the space consumed for storing the data 

along with redundancy. For replication, it is expressed as the ratio of one file to the 

total number of replicas used inorder to maintain redundancy. In dispersal, storage 

efficiency is measured as the ratio of the number of fragments (k) to the total number 

of encoded fragments (n). We consider three specific cases for DQ-D and DQ-R for 

different values of n and k. In case of DQ-R, we consider three cases as in the figure 

fig 7 where n is the number of replicas (n=6, 10, 14,31). Here Storage efficiency rep = 

1/ n [5] where 1 indicates the file to be replicated (original file) and n indicates the 

number of replicas at storage. For DQ-D Storage efficiency disp = k/n [5] where k is 

the number of initial fragments and n is the total number of fragments for storage of 
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data. We have considered 3 (n, k) combinations {(6,3),(10,6),(14,10),(31,11)}. As in 

the normal case dispersal outperforms replication in terms of storage efficiency, DQ-

D outperforms DQ-R and this is depicted in the figure Fig 7. 

 

 
 

Fig 7. Storage efficiency Vs number of nodes 

 

3.5  Security 

DQ-R generates multiple copies of original file and stores, which makes it easy for 

the adversary to acquire the file since he is required to gain control over any one of 

the n servers holding the replica. This makes data vulnerable to attacks [13]. In case 

of DQ-D the adversary need to acquire control over a minimum of k servers to obtain 

the entire file. This becomes a tedious task for the malicious entity and thereby 

confidentiality is maintained up to k-1 nodes [10]. It is also interesting to observe that 

collusion attack, in which a group of malicious entities decide to attack on a single 

node, does not guarantee the malicious entity the entire file or data, as the fragments 

are not bound to servers for all writes which takes security to a higher level [14] [15]. 

 

 

4.  Related work 

There are several works done related to storage in a distributed environment. Key 

features that were taken into consideration were consistency, availability and fault 

tolerance. 

 ROWA (Read Once Write All) protocol [4] which is either synchronous or 

asynchronous provides good read availability but the tradeoff here is write 

availability. Writes cannot be completed if any of the servers is unavailable in case of 

synchronous ROWA protocol. Hence this can be deployed efficiently only in a read 

dominant environment. In ROWA-A writes propagates asynchronously which ensures 

that a majority of the servers are available and write can be performed [4] [1] [7].The 

issue to be addressed here is the inconsistency of data. When the writes are 
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propagated asynchronously there are chances of inconsistency since this does not 

guarantee latest updated value in all the servers. 

 Quorum based protocols tolerates network partitions as long as they form 

quorum where there is a non-empty intersection of the read and write servers. Here, 

the read request will have to query a larger number of servers when compared to 

ROWA hence the read response time increases and the probability of reduced rates of 

availability increases. Hence for read dominated workloads the traditional quorum 

protocols are not preferred [4]. In spite of the availability issues the fault tolerance 

capability of quorum system is remarkable [3]. 

 An improvised version of quorum protocol is dual quorum protocol that enables 

the servicing of read and write request by separate set of servers. The read requests 

are serviced by a set of servers in the output quorum and writes are serviced by set of 

servers in the input quorum. This provides high availability and guarantees 

consistency [4]. Since basic replication protocol requires just a single server for 

servicing a read, there are chances of compromising security. This paper incorporates 

the dual quorum protocol with dispersal technique which enhances security and 

reduces the special requirement for storage. 

 Archival storages seldom perform write operation. Once data is written, it is 

read multiple times over time. Here consistency is not a matter of concern. 

Information dispersal Algorithm [11] [8] holds good for such archival storages. Here 

data of length L=|F| is fragmented to n fragments, each of size L/m where only m 

fragments are required to reconstruct the original data. Each fragment becomes a file 

share and is uniquely allocated to servers. Here the ration of n: m is approximately 1 

even though the values of n and m can be tuned dynamically. This enhances security 

and storage efficiency. This method is used for reliable transmission of data as well. 

But when it comes to consistency IDA does not guarantee consistency, also 

availability of data all the time is not guaranteed. 

 

 

5.  Conclusion 

In this paper, we have presented the Dual Quorum-Dispersal technique, a novel 

approach to data storage in a distributed environment. The naïve dispersal approach 

ensures data security and storage efficiency at storage for archival data, but the same 

technique would not suffice to provide consistency and availability in applications 

that demand regular updates. In such situations a quorum based approach, which takes 

care of availability, becomes vital even though consistency is kept at stake. Dual 

quorum approach, an enhanced version of the quorum, ensures consistency and 

availability of data by making use of two separate quorum systems for servicing reads 

and writes independently. The two quorums achieve regular semantics by 

communicating with each other. Incorporation of dispersal with the Dual quorum 

approach ensures that data at storage is available, consistent, fault tolerant, secure and 

space efficient. The highlighted contribution of this paper is the protocol design for 

the Dual Quorum-Dispersal. The proposed model is implemented and it is found that 

the performance, in terms of disk access time, security, fault tolerance and space 
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efficiency, is better than the Dual Quorum Replication. At the same time, availability 

is found competitive to the Dual Quorum Replication. According to our inference, 

Dual Quorum-Dispersal is a best choice for data storage at distributed environment 

for all applications except that highly prioritize availability. 
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