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Abstract

The research and development of Web of Data to realize the opening and sharing of diverse, heterogenous data on the Web has been actively accomplished. As a standard data model for this effort, Linked Open Data (LOD) based on ontology has been proposed. In general, LOD datasets consist of two elements: the ontology that defines the common vocabularies and the instances that represents the actual data of information resources. For the effective development of LOD datasets, it is required that the instance layer should be separated from ontology layer.

This paper proposes a new method to separate the instance layer from the ontology layer. A Schema-Instance Interface (SII) between ontology layer and instance layer is devised to separate and interconnect two layers. This papers also describes a LOD instance development system based on SII. This system can generate the application-specified instance development system automatically. The proposed system can be applied for the practical LOD datasets development in the diverse application areas since even novices without knowledge about domain ontology can develop LOD datasets.
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INTRODUCTION

According to the rising of the new information technologies such as Big Data, Internet of Things (IoT) and Deep Learning, the data becomes the crucial resource for the development of new information applications. At the same time, Web of Data to open and share the diverse data of heterogeneous types in the Internet has become the hot research topic. Ontology-based Linked Open Data (LOD) that allows computers to understand and process the data semantics has emerged to realize the goals of Web of Data. LOD becomes the powerful enabler by using the standard data model for both structured and unstructured information resources and a shared semantic representation on the Web [1, 2, 3].

The high qualitative LOD datasets are required to develop the diverse intelligent services on the Web. In the last decade the numerous best practices of LOD datasets, including DBpedia and YAGO, have been published by an increasing number of researchers, governments, public organizations and data providers [4, 5]. Many LOD development approaches have been also proposed such as ontology-based LOD generation, the translation of relational databases to LOD and the population of LOD from various information resources [6, 7, 8]. However, the conventional approaches suffer from their complexities and difficulties, and so the development of LOD datasets has made little progress due to the lack of appropriate, specialized methodologies and tools [8].

To copes with complexity in system design and achieve the required engineering quality factors, the separation of constituent elements into layers that each component has distinct functionality with as little overlap as possible is the common, basic principle in system design [8, 9, 10, 11]. In general, LOD datasets consist of two elements: ontologies that define the common vocabularies represented by the standard data model Resource Description Framework (RDF) and the instances that represent the actual data of information resources [1, 2, 12]. For the effective development of LOD datasets, it is required that the instance layer should be separated from ontology layer. This paper proposed a new layer separation method using Schema-Instance Interface (SII) that separates and mediate two layers.

This papers also describes an application-specific instance development system based on SII. The proposed system can generate an instance development system that can be customizable for the domain applications. This system can be
applied for the practical LOD datasets development in the diverse application areas since even novices without knowledge about ontology can develop LOD datasets.

The rest of the paper is organized as follows. Section 2 reviews related work on the development and population of LOD datasets. Section 3 presents the principle and approach for separation of concerns. The details of Schema-Instance Interface (SII) that separate the instance layer from the upper ontology layer is described in the section. Section 5 shows the architecture of the instance development system based on SII and the typical use-case of the generated system. Section 5 concludes the paper and discusses possible future work.

RELATED WORK

The methods and approaches used in the development of LOD datasets can be categorized into three approaches [13]. 1) Since LOD is based on ontology, ontology development methods are generally applied for LOD development as it is. As these methods mix ontologies and instances together, it is difficult to focus on LOD instances. 2) Since the vast amount of useful data are still stored in relational databases (RDB), one of the most efficient ways to develop LOD datasets is to map data in RDB into RDF which is the standard data model of LOD. Due to the importance of mapping RDB to RDF (RDB2RDF), the multifold mapping approaches have been proposed. The most important step towards RDB2RDF is two standard recommendations by the W3C RDB2RDF Working Group: Direct Mapping and R2RML mapping language [14]. However, mapping description like R2RML is complicate to realize the complex table relations. 3) LOD population from the various information resources have been attempted. These methods using natural language processing are difficult, and the quality of data is poor to use in practical applications. Considering the particularity of LOD datasets, more effective and practical method is required to foster LOD applications.

LAYER STRUCTURE OF LOD INSTANCE DEVELOPMENT

In general, LOD datasets development usually focuses on the generation of the instances. So the development methodology specialized for the instance generation is significant. This section describes the principle and the approach to implement LOD instances development system.

Separation of Concerns and Layer Structure of LOD

The separation of concerns (SoC) is a system design principle for separating constituent components into layers that each component has the distinct functionality with as little overlap as possible [8]. SoC as the one of the foundational principle of system design is to reduce the complex problems into the independent core components. SoC can cope with complexity in system design, and achieve the required engineering quality factors.

The concept of SoC is widely applied to the diverse areas for the effective system design, especially, to software engineering. The core concepts of object-oriented design such as modularization, encapsulation and composition are originally based on SoC. In addition, software design pattern of Model–View–Controller (MVC) is also the typical example of SoC. SoC is the well-known approach for the effective system design and development.

In LOD datasets development, the instance generation is based on two standards: RDF that provides standard modeling framework to represent the data of heterogeneous information resources over the Web and RDF Schema to define the common shared vocabularies. RDF and RDF Schema defines domain ontology that represents the concepts and relationships in the domain knowledge. LOD instances are the actual individual of the concept classes defined by RDF and RDF Schema. Hence it is reasonable to separate LOD instance layer from ontology layer as shown Fig. 1. While the ontology layer model concepts and their relationships in the domain knowledge, the instance layer is a set of the actual RDF triples based on ontology layer.

In Semantic Web using the ontology language OWL, the separation of TBOX and ABOX is fundamentally important [15]. While TBOX represents the schema or taxonomy of the domain, ABOX describes the attributes of instances, the relationships between instances, and other assertions about instances according to the TBOX concepts. OWL also uses the concepts of layer separation. So the separation of the ontology layer and the instance layer is the primitive feature inherent to the development of LOD datasets.
3.2 Implementation of Layer Interface

The separated layers should be seamlessly interlinked to build the complete operational system structure. The interlink of the separated layers are usually achieved by means of defining an interface associating two layers. This paper proposes a Schema-Instance Interface (SII) to associate the instances with the ontologies defined by RDF Schema. SII is a specification to coordinate the semantic property of the instances with the domain ontology and it also defines the instance development environment. So SII plays two important roles in LOD datasets development. SII should provide the links to the class or property vocabularies in ontology layer for the instances. In addition, SII should be able to define LOD instance development environment to create the instances without knowledge about ontology layer.

As the interface specification of two separated layers, SII consists of the entries that define the link to the properties of ontology classes and the screen layout of the instance entry. Each entry has the following format:

$$Entry := entryElement,entryType,entryAttribute^{+} \quad (3.1)$$

where Entry is the property of the class and becomes the predicate of the triple. entryType is the screen layout for the instance input and entryAttribute is the attributes of entryType, respectively.

<table>
<thead>
<tr>
<th>entryType</th>
<th>contents</th>
<th>entryAttr</th>
</tr>
</thead>
<tbody>
<tr>
<td>LiteralBox (LBox)</td>
<td>Input multipurpose string</td>
<td>width</td>
</tr>
<tr>
<td>TextBox (TBox)</td>
<td>Input text, explanation, etc</td>
<td>width, line</td>
</tr>
<tr>
<td>ClassBox (CBox)</td>
<td>Set class of instance</td>
<td>defaultClassName, width</td>
</tr>
<tr>
<td>FileBox (FBox)</td>
<td>URI for the relevant information resources, documents, photos, images, videos, etc.</td>
<td>defaultFolder, width</td>
</tr>
<tr>
<td>NumberBox (NBox)</td>
<td>Input numeric data</td>
<td>width</td>
</tr>
<tr>
<td>DataBox (VBox)</td>
<td>Input date information</td>
<td>dateFormat</td>
</tr>
<tr>
<td>URIBox (UBox)</td>
<td>URI location of information resource</td>
<td>width</td>
</tr>
<tr>
<td>DateBox (DBox)</td>
<td>General data value information</td>
<td>datatype, width</td>
</tr>
<tr>
<td>FolderBox (GBox)</td>
<td>Folder location where information resources are stored</td>
<td>defaultFolder, width</td>
</tr>
<tr>
<td>SelectorBox (SBox)</td>
<td>Select possible data values</td>
<td>width, item</td>
</tr>
</tbody>
</table>
According to the value type of the property, entryType and entryAttribute is specified. Table 1 shows entryType and entryAttribute defined in SII by means of the datatypes in RDF and OWL. SII is customizable to create more specified development environment. Fig. 2 shows a typical example of SII document.

Some entries that can generate a customizable development environment shown in Table 1 is defined in SII.

SII can be constructed automatically or semi-automatically by the definition of the classes and their properties. The prominent feature of SII is to create an application-specific LOD instance development environment with domain ontology. SII also provides user-friendly tool similar to the traditional data entry system.

![Figure 2: Example of the generated SII document.](image)

**LOD INSTANCE DEVELOPMENT SYSTEM WITH LAYER SEPARATION**

The schema-instance layer separation proposes a new approach to develop the LOD instances. This section describes the architecture of LOD instance development system using SII and some algorithms for the instance management. A typical use-case is also presented to show the effectiveness of the layer separation approach.

**Architecture of LOD Instance Development**

The domain ontology is usually developed by using the conventional ontology editors. SII is generated from the domain ontology represented by RDF and RDF Schema. The architecture of LOD instance development system i-Manager has three main functionalities as shown in Fig. 3. i-Manager creates the instance editing environment as the front end of the instance development. As the back end of the system, i-Manager provides many core functions such as instance editing and store, validation, visualization and navigation. Since the back end functions are implemented in add-on modules, additional subsystems such as SPARQL endpoint can be easily integrated.

i-Manager is a kind of system generator. It generates a specified instance development environment based on the domain ontology automatically or semi-automatically. Moreover, the instance developers can create LOD instances without concerns of ontologies.

![Figure 3: Architecture of LOD Instance Development System.](image)

**4.2 Algorithms for Instance Management**

The visualization of LOD organization is important for the effective management of the large amount of the instances. The common representation of LOD visualization is Knowledge Graphs (KGs) that shows the relationships among the triples. KG displays structured information graphically and provides crucial functions for information retrieval, search and question answering. Since SPARQL queries are accomplished on the graph patterns of LOD datasets, KG becomes the primary function that LOD instance development systems should be supported.

i-Manager implements KG generation using SII and SPARQL query processing. When a specific subject node (snode) is given to KG, the following SPARQL query is executed to access the predicate-object pairs related to snode. And then for all object nodes in query result, the same SPARQL query is recursively executed until the whole picture of KG is obtained.

\[
\text{SELECT } ?p, ?o \text{ WHERE } \{ sNode ?p ?o \} \quad (4.1)
\]

The algorithm of KG generation is shown in Fig. 4.

Other instance management functions can be implemented using SPARQL query like KG generation. The approach used
in i-Manager shows more reasonable way to implement LOD development system.

![Algorithm: Knowledge Graph (KG)]

input: a specified subject node, sNode
output: knowledge graph, kgraph
data: LOD Store

\[
\text{input}(sNode); \quad // \text{initial subject node}
\]

repeat
\[
\text{while}(sNode \neq \text{Null}) \text{ do no-op}; \quad // \text{wait until sNode}
\]
\[
\text{kgraph}(sNode); \quad // \text{recursive node expansion}
\]
until false;

// recursive triple expansion of node

\[
\text{function kgraph}(\text{node})
\]
\[
\text{while} (\text{node} \neq \text{null}) \text{ do}
\]
\[
\{
\text{triples} = \text{getTriples}(\text{node}) \text{ from SPARQL Engine;}
\]
\[
\text{for all pred_obj pairs in triples}
\]
\[
\text{connect}(\text{node}, \text{pred_obj}); \quad // \text{connect p-o pair}
\]
\[
\text{for all oNode in triples}
\]
\[
\text{kgraph}(\text{oNode}); \quad // \text{expand all oNode}
\]
\]
\[
\text{return} (\text{kgraph});
\]

**Figure 4:** Algorithm for Knowledge Graph Generation.

**Algorithms for Instance Management**

i-Manager using schema-instance separation approach is applying to publish the instances of scholarly knowledge about religion. The religion as the kind of cultural heritage has the vast amount of heterogeneous resources. The instance developers usually do not have enough knowledge about ontology and LOD. So i-Manager can provide appropriate development environment.

The screen layout for the instance entry is automatically created from SII document. Since the SII document is generated from the domain ontology, the domain-specified instance development system is obtained immediately from ontology specification. Fig. 5 shows SII document of religion ontology and its corresponding screen layout for the instance development.

![Figure 5: SII document and its screen layout.](image)

Since the screen generated from SII document is similar to the traditional data entry screen, the instance developers can easily edit and store LOD datasets. In i-Manager, the various useful functions for LOD datasets management can be easily implemented. Fig. 6 shows the example of KG using the algorithm in Fig. 4.

![Figure 6: KG using the algorithm in Fig. 4.](image)
CONCLUSIONS

The data is the key player to realize intelligent information services. Especially, the sharing data on the Web is crucial to develop new information technologies. LOD is the standard data model to share the domain knowledge on the Web. However, the development of LOD datasets have been relied on the development of ontology. This makes it difficult and unreasonable to develop LOD datasets effectively.

This paper presents a noble and practical method for the effective development of LOD datasets. This paper shows how to separate the instance layer from ontology layer. A Schema-Instance Interface (SII) between ontology layer and instance layer is devised to separate and interconnect layers. The SII document can be generated automatically or semi-automatically from the domain ontology specification. Since SII can be customizable, the application-specific instance development environment can be easily configured to realize more flexible user-friendly development environment. Many supporting functions such as knowledge graph, navigation and SPARQL query can be easily integrated in this system.

The proposed system can be applied for the practical LOD datasets development in the diverse application areas since even novices without knowledge about domain ontology can develop LOD datasets effectively.
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